**![C:\Users\Yura\Desktop\airplane-front-view-7489-0.png](data:image/png;base64,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)**
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# INTRODUCTORY

The target of below mentioned report is to create a model that will give a possibility to charge more money for that flights’ tickets which have the higher probability of arrival on time.

The second task is to depict other interesting insights that should be pointed to.

Analysis was done over a table (31 columns and 43978 rows, filename is “allyears2k.csv”) which holds historical data of flights from 1987 until 2008 (not full but fragmentary). Unfortunately, the table has only two months in every year (the 1st and the 10th) metrifying the reporting depth.

Flights arriving on time are that one’s which have value “NO” in the next-to-last column, or that which have values less than or equal to zero in columns “ArrDelay”.

# 1.1. Carriers

If we analyze the whole file and will not take a look at special year, we can see that from 1987 until 2008 top three Carriers that arrive on time are: “CO” with 58.65%, “UA” with 50.45% and “AA” with 47.79% flights on time (code and output are below).

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest"]]  uniqueCarrierFlights = dict(all\_flights['UniqueCarrier'].value\_counts())  uniqueCarrierFlightsOnTime = dict(all\_flights\_no\_delays\_short['UniqueCarrier'].value\_counts())  '''For receiving frequency in %'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **for** i **in** denom:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  #We are sorting dictionary according key  #for j in sorted(d.values()):  # print (j)  **return** d  mydict=frequency(uniqueCarrierFlightsOnTime,uniqueCarrierFlights)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  **print** (sortByValue(mydict)) |
| **Output**: |
| [(**58.65**, 'CO'), (**50.45**, 'UA'), (**47.79**, 'AA'), (**46.38**, 'US'), (**42.71**, 'WN'), (**39.55**, 'HP'), (**37.33**, 'DL'), (**31.42**, 'PI'), (**29.02**, 'PS'), (**28.88**, 'TW')] |

# 1.2. Carrier. Arrival delay less than 10 minutes

Of course arrival delay is bad situation that sometimes leads to problems and compensations but if arrival delay is not longtime, for example 10 minutes it is not the big problem. In this case the top three are little bit changed. “CO” Carrier has 70.67% of arrival on time, “UA” has 68.08% and “US” – 67.1%.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_little\_delay = all\_flights.loc[(all\_flights["ArrDelay"]<**10**), ["Year", "UniqueCarrier", "FlightNum","ArrDelay", "DepDelay"]]  uniqueCarrierFlights = dict(all\_flights['UniqueCarrier'].value\_counts())  uniqueCarrierFlightsDelayMax10 = dict(all\_flights\_little\_delay['UniqueCarrier'].value\_counts())  ##print (dict(all\_flights['UniqueCarrier'].value\_counts()))  ##print (len(dict(all\_flights['UniqueCarrier'].value\_counts())))  ##print()  ##print (dict(all\_flights\_little\_delay['UniqueCarrier'].value\_counts()))  ##print (len(dict(all\_flights\_little\_delay['UniqueCarrier'].value\_counts())))  ##print()  '''For receiving frequency in % of arrival without delay'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **for** i **in** denom:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **return** d  mydict=frequency(uniqueCarrierFlightsDelayMax30,uniqueCarrierFlights)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  **print** (sortByValue(mydict)) |
| **Output**: |
| [(**70.67**, 'CO'), (**68.08**, 'UA'), (**67.1**, 'US'), (**65.88**, 'AA'), (**64.51**, 'PS'), (**63.6**, 'HP'), (**62.3**, 'WN'), (**59.16**, 'PI'), (**51.98**, 'DL'), (**48.33**, 'TW')] |

# 1.3. Carrier. Breaking into years.

The Presence of Carriers every year starting from 1987 reflected below. As we see, because of incompleteness of inflow data for analysis, every year we don’t see the presence of every carrier. Construction any dependency diagram of Carriers arrival on time probabilities build on years would be not reasonable.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  **from** **pandas** **import** read\_csv  FILENAME = "allyears2k.csv"  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO") & (all\_flights["IsDepDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest"]]  table\_all\_flights\_years=[]  all\_years=list(all\_flights['Year'].unique())  **for** i **in** all\_years:  df=all\_flights.loc[(all\_flights["Year"]==i), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest"]]  **print** (i, dict(df['UniqueCarrier'].value\_counts())) |
| **Output**: |
| **1987** {'PS': **1999**}  **1988** {'PS': **1213**, 'PI': **786**}  **1989** {'UA': **1999**}  **1990** {'US': **1999**}  **1991** {'US': **1999**}  **1992** {'US': **1999**}  **1993** {'US': **1999**}  **1994** {'US': **1999**}  **1995** {'US': **1607**, 'TW': **155**, 'UA': **144**, 'AA': **93**}  **1996** {'HP': **700**, 'WN': **360**, 'AA': **308**, 'UA': **285**, 'DL': **253**, 'US': **62**, 'CO': **31**}  **1997** {'HP': **821**, 'WN': **545**, 'DL': **310**, 'UA': **260**, 'CO': **32**, 'US': **31**}  **1998** {'HP': **750**, 'UA': **398**, 'WN': **375**, 'AA': **259**, 'DL': **124**, 'CO': **62**, 'US': **31**}  **1999** {'US': **975**, 'WN': **389**, 'HP': **181**, 'TW': **174**, 'DL': **124**, 'UA': **92**, 'AA': **64**}  **2000** {'HP': **999**, 'WN': **503**, 'UA': **259**, 'DL': **124**, 'CO': **83**, 'US': **31**}  **2001** {'US': **1999**}  **2002** {'US': **1999**}  **2003** {'UA': **1999**}  **2004** {'UA': **1999**}  **2005** {'UA': **1999**}  **2006** {'US': **1999**}  **2007** {'WN': **1999**}  **2008** {'WN': **1999**} |

# 2. Flight number

Furthermore, we can analyze the frequency of flights without arrival delays according the Flight Number. As we can see below Flight Numbers 1082, 1078 and 1066 have the highest probabilities of coming on time. Their probability frequencies are 96.97%, 91.89%, 90.2% respectively and tickets for this Flight Number should have more price.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest"]]  flightNum = dict(all\_flights['FlightNum'].value\_counts())  flightNumOnTime = dict(all\_flights\_no\_delays\_short['FlightNum'].value\_counts())  '''For taking in account only flights that are more than 10'''  **for** i **in** flightNumOnTime:  **if** flightNumOnTime[i]<=**10**:flightNumOnTime[i]=**0**  '''For receiving frequency in % of arrival without delay'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **for** i **in** denom:  **try**:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **except** **KeyError**:  d[i]=**0.00**  **return** d  mydict=frequency(flightNumOnTime,flightNum)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  #print (sortByValue(mydict))  '''For showing data that is higher than 50%'''  count=**0**  **for** i **in** sortByValue(mydict):  count+=**1**  **if** i[**0**]<=**50**:**break**    **print** (sortByValue(mydict)[:count]) |
| **Output**: |
| [(**96.97**, **1082**), (**91.89**, **1078**), (**90.2**, **1066**), (**88.0**, **1036**), (**85.29**, **197**), (**85.19**, **469**), (**84.62**, **1068**), (**84.38**, **1090**), (**84.21**, **1044**), (**83.87**, **1088**), (**83.33**, **2472**), (**82.76**, **1026**), (**82.35**, **596**), (**81.82**, **1043**), (**81.25**, **143**), (**80.77**, **1054**), (**80.0**, **63**), (**79.41**, **740**), (**78.89**, **84**), (**78.57**, **576**), (**78.12**, **749**), (**78.0**, **1060**), (**77.42**, **202**), (**77.08**, **1440**), (**76.92**, **2456**), (**76.67**, **786**), (**76.47**, **1930**), (**75.86**, **1635**), (**75.81**, **2753**), (**75.76**, **1020**), (**75.0**, **2546**), (**74.55**, **1062**), (**74.19**, **1051**), (**73.81**, **1074**), (**73.77**, **478**), (**73.08**, **604**), (**72.73**, **1049**), (**72.58**, **756**), (**72.0**, **424**), (**71.88**, **602**), (**71.67**, **67**), (**71.43**, **603**), (**71.21**, **205**), (**71.05**, **472**), (**70.97**, **2471**), (**70.77**, **199**), (**70.37**, **728**), (**70.27**, **548**), (**70.0**, **97**), (**69.89**, **81**), (**69.84**, **744**), (**69.7**, **802**), (**69.49**, **499**), (**69.44**, **1064**), (**68.75**, **2640**), (**68.57**, **868**), (**68.33**, **796**), (**68.18**, **101**), (**68.09**, **60**), (**68.0**, **1424**), (**67.86**, **387**), (**67.69**, **1061**), (**67.65**, **2489**), (**66.67**, **375**), (**66.13**, **1339**), (**66.1**, **138**), (**65.71**, **768**), (**65.62**, **2733**), (**65.52**, **1058**), (**65.45**, **1076**), (**65.08**, **2864**), (**65.0**, **462**), (**64.86**, **426**), (**64.71**, **1410**), (**64.52**, **1175**), (**64.29**, **1561**), (**64.06**, **505**), (**64.0**, **597**), (**63.64**, **1079**), (**63.49**, **102**), (**63.33**, **1704**), (**63.16**, **1412**), (**63.08**, **249**), (**62.71**, **510**), (**62.5**, **109**), (**62.26**, **1071**), (**62.07**, **1432**), (**62.0**, **1052**), (**61.9**, **1467**), (**61.76**, **397**), (**61.73**, **65**), (**61.54**, **2788**), (**61.48**, **441**), (**61.4**, **758**), (**61.29**, **2049**), (**61.19**, **378**), (**61.11**, **2602**), (**60.61**, **2020**), (**60.47**, **1080**), (**60.32**, **399**), (**60.23**, **752**), (**60.0**, **1420**), (**59.82**, **85**), (**59.78**, **403**), (**59.65**, **244**), (**59.63**, **1534**), (**59.62**, **1081**), (**59.38**, **2261**), (**59.26**, **724**), (**58.97**, **187**), (**58.82**, **252**), (**58.73**, **220**), (**58.62**, **1605**), (**58.49**, **246**), (**58.33**, **770**), (**58.21**, **466**), (**58.06**, **203**), (**57.95**, **1063**), (**57.81**, **193**), (**57.69**, **613**), (**57.63**, **148**), (**57.58**, **496**), (**57.5**, **574**), (**57.45**, **128**), (**57.35**, **137**), (**57.33**, **440**), (**57.26**, **755**), (**57.14**, **2601**), (**56.92**, **379**), (**56.7**, **1488**), (**56.67**, **512**), (**56.6**, **761**), (**56.58**, **147**), (**56.52**, **1446**), (**56.45**, **2761**), (**56.25**, **782**), (**56.0**, **2404**), (**55.88**, **713**), (**55.56**, **215**), (**55.38**, **145**), (**55.34**, **68**), (**55.29**, **960**), (**55.21**, **116**), (**55.17**, **1417**), (**55.1**, **639**), (**55.0**, **1073**), (**54.84**, **1405**), (**54.76**, **204**), (**54.69**, **111**), (**54.55**, **1231**), (**54.42**, **743**), (**54.41**, **775**), (**54.29**, **590**), (**54.17**, **558**), (**54.1**, **552**), (**54.05**, **773**), (**53.97**, **497**), (**53.85**, **753**), (**53.68**, **233**), (**53.66**, **77**), (**53.57**, **1267**), (**53.33**, **1609**), (**53.27**, **79**), (**53.23**, **1028**), (**53.12**, **2794**), (**53.03**, **750**), (**52.87**, **226**), (**52.78**, **690**), (**52.63**, **504**), (**52.5**, **70**), (**52.38**, **136**), (**52.34**, **419**), (**52.24**, **62**), (**52.17**, **1436**), (**52.05**, **506**), (**51.92**, **1389**), (**51.85**, **2286**), (**51.72**, **731**), (**51.61**, **2751**), (**51.56**, **475**), (**51.52**, **434**), (**51.35**, **793**), (**51.28**, **149**), (**51.22**, **385**), (**51.11**, **74**), (**51.02**, **1465**), (**50.98**, **133**), (**50.88**, **735**), (**50.82**, **1027**), (**50.79**, **2755**), (**50.59**, **56**), (**50.43**, **227**), (**50.0**, **267**)] |

# 3. Origin

The output below shows that flights coming from such origin points like ‘SAV’, ‘BOI’ and ‘TRI’ have the highest probabilities of arrival on time. Their values are 83.87%, 82.02% and 77.27% respectively.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest"]]  origin = dict(all\_flights['Origin'].value\_counts())  originOnTime = dict(all\_flights\_no\_delays\_short['Origin'].value\_counts())  '''For taking in account only flights that are more than 10'''  **for** i **in** originOnTime:  **if** originOnTime[i]<=**10**:originOnTime[i]=**0**  '''For receiving frequency in % of arrival without delay'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **for** i **in** denom:  **try**:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **except** **KeyError**:  d[i]=**0.00**  **return** d  mydict=frequency(originOnTime,origin)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  #print (sortByValue(mydict))  '''For showing data that is higher than 50%'''  count=**0**  **for** i **in** sortByValue(mydict):  count+=**1**  **if** i[**0**]<=**50**:**break**    **print** (sortByValue(mydict)[:count]) |
| **Output**: |
| [(**83.87**, 'SAV'), (**82.02**, 'BOI'), (**77.27**, 'TRI'), (**76.67**, 'MLB'), (**71.43**, 'MKE'), (**70.97**, 'ACY'), (**70.83**, 'OKC'), (**70.0**, 'PHF'), (**67.83**, 'HOU'), (**66.67**, 'TLH'), (**65.22**, 'GEG'), (**65.15**, 'IAH'), (**64.71**, 'TUL'), (**64.29**, 'MEM'), (**63.39**, 'BHM'), (**63.33**, 'LIH'), (**62.61**, 'JAX'), (**62.42**, 'PWM'), (**61.54**, 'CAE'), (**61.28**, 'MSY'), (**60.39**, 'AVP'), (**58.54**, 'RIC'), (**58.5**, 'IAD'), (**58.27**, 'DAL'), (**57.69**, 'LBB'), (**57.24**, 'RDU'), (**56.0**, 'MAF'), (**55.62**, 'GSO'), (**55.29**, 'CLE'), (**55.14**, 'ORF'), (**54.64**, 'ISP'), (**54.58**, 'CLT'), (**52.5**, 'ELP'), (**51.96**, 'DTW'), (**51.72**, 'CHS'), (**51.38**, 'DEN'), (**50.94**, 'SLC'), (**50.89**, 'BNA'), (**50.35**, 'MCI'), (**50.0**, 'LIT')] |

# 4. Destination

Let’s take into account the destination of flights as well. The result of below code shows us that destinations like: ‘ICT’, ‘COS’ and ‘SBN’ have the highest probabilities of arriving on time. Their arrival on time frequencies are 88.0%, 82.76% and 70.97% respectively.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest"]]  destination = dict(all\_flights['Dest'].value\_counts())  destinationOnTime = dict(all\_flights\_no\_delays\_short['Dest'].value\_counts())  ##print (dict(all\_flights\_no\_delays\_short['Dest'].value\_counts()))  ##print (len(dict(all\_flights\_no\_delays\_short['Dest'].value\_counts())))  '''For taking in account only flights that are more than 10'''  **for** i **in** destinationOnTime:  **if** destinationOnTime[i]<=**10**:destinationOnTime[i]=**0**  '''For receiving frequency in % of arrival without delay'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **for** i **in** denom:  **try**:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **except** **KeyError**:  d[i]=**0.00**  **return** d  mydict=frequency(destinationOnTime,destination)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  #print (sortByValue(mydict))  '''For showing data that is higher than 50%'''  count=**0**  **for** i **in** sortByValue(mydict):  count+=**1**  **if** i[**0**]<=**50**:**break**    **print** (sortByValue(mydict)[:count]) |
| **Output**: |
| [(**88.0**, 'ICT'), (**82.76**, 'COS'), (**70.97**, 'SBN'), (**70.24**, 'FAY'), (**69.49**, 'MDT'), (**68.75**, 'LIT'), (**67.24**, 'OKC'), (**66.36**, 'HNL'), (**65.52**, 'CAK'), (**64.52**, 'KOA'), (**64.1**, 'TUL'), (**62.5**, 'GRR'), (**61.29**, 'ILM'), (**60.84**, 'MIA'), (**60.14**, 'JAX'), (**60.09**, 'DFW'), (**58.72**, 'OMA'), (**58.65**, 'IAD'), (**57.72**, 'CLE'), (**57.69**, 'GSP'), (**57.5**, 'RIC'), (**57.14**, 'ACY'), (**56.84**, 'BTV'), (**56.67**, 'MKE'), (**55.37**, 'DEN'), (**55.06**, 'CLT'), (**54.84**, 'TOL'), (**54.39**, 'MHT'), (**54.24**, 'RSW'), (**52.94**, 'PWM'), (**51.26**, 'BOS'), (**50.9**, 'BDL'), (**50.84**, 'BNA'), (**50.0**, 'AVP')] |

# 5. Distance (regression Model)

Trying to find out is there any dependencies between flights without arrival delays and the distance, I have constructed regression (below). Slight slope of regression line says that the more distance is the less probability to be without arrival delays. But we have nothing to do with that because the slope is too slight.

The mean of probability axis of flights without arrival delay is on the point of 45,77% and the mean of the distance axis is on the point of 754.76 miles.

Coefficient of variation of arrivals on time and the distance is not homogeneous (data dispersion is high) because their values are more than 0.33. Their values are 0.38 and 0.79 respectively.

Coefficient of correlation between flights without arrival delays and the distance is minus 0,03 confirming that there is no correlation. So there is no dependency between flights without arrival delays and the distance. And there will be no effect in trying to predict whether flights will be on time proceeding from the distance.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  **import** **matplotlib.pyplot** **as** **plt**  **import** **numpy** **as** **np**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest", "Distance"]]  distance = dict(all\_flights['Distance'].value\_counts())  distanceOnTime = dict(all\_flights\_no\_delays\_short['Distance'].value\_counts())  '''For receiving frequency in %'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **for** i **in** denom:  **try**:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **except** **KeyError**:  d[i]=**0.00**  **return** d  mydict=frequency(distanceOnTime,distance)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  x=[]  **for** i **in** sortByValue(mydict):  x.append(i[**1**])  y=[]  **for** i **in** sortByValue(mydict):  y.append(i[**0**])    x=np.array(x)  y=np.array(y)  fig, ax = plt.subplots()  fit = np.polyfit(x, y, deg=**1**)  ax.plot(x, fit[**0**] \* x + fit[**1**], color='red')  ax.scatter(x, y)  plt.xlabel('Distance, miles')  plt.ylabel('Flights without arrival delays,%')  plt.title('Regression analysis of arrival on time frequency and distance')  fig.show()  '''Some statistical key figures'''  meanX=np.mean(x)  meanY=np.mean(y)  stdX=np.std(x)  stdY=np.std(y)  coefVarX=stdX/meanX  coefVarY=stdY/meanY  '''Pearson product-moment correlation coefficient'''  **def** **pearson**(x,y):  n=len(x)  vals=range(n)  # Простые суммы  sumx=sum([float(x[i]) **for** i **in** vals])  sumy=sum([float(y[i]) **for** i **in** vals])  # Суммы квадратов  sumxSq=sum([x[i]\*\***2.0** **for** i **in** vals])  sumySq=sum([y[i]\*\***2.0** **for** i **in** vals])  # Сумма произведений  pSum=sum([x[i]\*y[i] **for** i **in** vals])  # Вычисляем коэффициент корреляции Пирсона  num=pSum-(sumx\*sumy/n)  den=((sumxSq-pow(sumx,**2**)/n)\*(sumySq-pow(sumy,**2**)/n))\*\*.**5**  **if** den==**0**: **return** **0**  r=num/den  **return** r  **print** ('\*\*\*Below are some statistical key figures:\*\*\*')  **print** ('Mean of X axis = ',meanX)  **print** ('Mean of Y axis = ',meanY)  **print** ('Standart Deviation of X axis = ',stdX)  **print** ('Standart Deviation of Y axis = ',stdY)  **print** ('Coefficient of Variation of X axis = ',coefVarX)  **print** ('Coefficient of Variation of Y axis = ',coefVarY)  **print** ('Coefficient of Pearson correlation = ', pearson(x,y)) |
| **Output**: |
| C:\Users\Yura\Desktop\Regression, distance (only no arrDelay).png  \*\*\*Below are some statistical key figures:\*\*\*  Mean of X axis = **754.761904762**  Mean of Y axis = **45.7711904762**  Standart Deviation of X axis = **599.530528018**  Standart Deviation of Y axis = **17.2200752103**  Coefficient of Variation of X axis = **0.794330668036**  Coefficient of Variation of Y axis = **0.376220828674**  Coefficient of Pearson correlation = -**0.0252683696213** |

# 6. Day of Week

If we go through the best day of week for arrival on time, so according output below this would be Saturday (36.68%). But this value is any way too low.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  **import** **matplotlib.pyplot** **as** **plt**  **import** **numpy** **as** **np**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO") & (all\_flights["IsDepDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","DayOfWeek"]]  dayOfWeekFlight = dict(all\_flights['DayOfWeek'].value\_counts())  dayOfWeekFlightOnTime = dict(all\_flights\_no\_delays\_short['DayOfWeek'].value\_counts())  '''For receiving frequency in %'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **try**:  **for** i **in** denom:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **except** **KeyError**:  d[i]=**0.00**  **return** d  mydict=frequency(dayOfWeekFlightOnTime,dayOfWeekFlight)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  **print** (sortByValue(mydict)) |
| **Output**: |
| [(**36.68**, **6**), (**36.65**, **3**), (**33.28**, **7**), (**33.15**, **2**), (**32.59**, **1**), (**29.07**, **5**), (**26.85**, **4**)] |

# 7. Tail Number

Tail Number is a nice instrument to predict whether the flight will arrive on time. The output below shows in about 100 flights which probabilities of arrival on time are more than 50%. The leader is airplane with tail number N384UA with 92.31% probability of arrival on time.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  **import** **matplotlib.pyplot** **as** **plt**  **import** **numpy** **as** **np**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["IsArrDelayed"]=="NO"), ["Year", "UniqueCarrier", "FlightNum","TailNum"]]  TailNum = dict(all\_flights['TailNum'].value\_counts())  TailNumOnTime = dict(all\_flights\_no\_delays\_short['TailNum'].value\_counts())  '''For taking in account only flights that are more than 10'''  **for** i **in** TailNumOnTime:  **if** TailNumOnTime[i]<=**10**:TailNumOnTime[i]=**0**  '''For receiving frequency in %'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **for** i **in** denom:  **try**:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **except** **KeyError**:  d[i]=**0.00**  **return** d  mydict=frequency(TailNumOnTime,TailNum)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  '''For showing data that is higher than 50%'''  count=**0**  **for** i **in** sortByValue(mydict):  count+=**1**  **if** i[**0**]<=**50**:**break**    **print** (sortByValue(mydict)[:count]) |
| **Output**: |
| [(**92.31**, 'N384UA'), (**88.24**, 'N859'), (**88.0**, 'N833UA'), (**86.67**, 'N825UA'), (**84.62**, 'N823UA'), (**83.33**, 'N856'), (**81.25**, 'N530A'), (**80.0**, 'N422'), (**79.17**, 'N825'), (**78.95**, 'N904UA'), (**78.57**, 'N251AU'), (**77.78**, 'N767'), (**76.47**, 'N342UA'), (**76.19**, 'N862'), (**75.86**, 'N852UA'), (**75.51**, 'N923UA'), (**75.0**, 'N426UA'), (**74.07**, 'N822UA'), (**73.91**, 'N855'), (**73.33**, 'N563UA'), (**72.73**, 'N429UA'), (**72.22**, 'N247US'), (**71.43**, 'N854'), (**70.83**, 'N335AW'), (**70.59**, 'N531AU'), (**70.45**, 'N927UA'), (**70.0**, 'N720'), (**69.57**, 'N850'), (**69.23**, 'N819UA'), (**69.05**, 'N338'), (**68.97**, 'N327UA'), (**68.75**, 'N254AU'), (**68.42**, 'N806UA'), (**68.18**, 'N743'), (**68.09**, 'N315AW'), (**68.0**, 'N529A'), (**67.5**, 'N930UA'), (**66.67**, 'N396UA'), (**65.79**, 'N934UA'), (**65.22**, 'N830UA'), (**65.0**, 'N817UA'), (**64.86**, 'N918UA'), (**64.71**, 'N365'), (**64.41**, 'N912UA'), (**64.29**, 'N392UA'), (**64.0**, 'N894'), (**63.64**, 'N577US'), (**63.16**, 'N821UA'), (**62.5**, 'N942UA'), (**62.26**, 'N913UA'), (**62.07**, 'N337'), (**61.9**, 'N576'), (**61.54**, 'N853UA'), (**61.29**, 'N884'), (**61.11**, 'N542UA'), (**60.98**, 'N933UA'), (**60.87**, 'N836UA'), (**60.71**, 'N890'), (**60.61**, 'N926UA'), (**60.0**, 'N526UA'), (**59.26**, 'N372UA'), (**59.09**, 'N397UA'), (**58.97**, 'N306AW'), (**58.82**, 'N167AW'), (**58.7**, 'N335'), (**58.33**, 'N723'), (**58.06**, 'N910UA'), (**57.89**, 'N508'), (**57.69**, 'N725'), (**57.5**, 'N166AW'), (**57.45**, 'N932UA'), (**57.14**, 'N732'), (**56.82**, 'N305AW'), (**56.67**, 'N334'), (**56.41**, 'N303AW'), (**56.0**, 'N920UA'), (**55.56**, 'N840UA'), (**55.32**, 'N398UA'), (**55.17**, 'N389UA'), (**55.1**, 'N311AW'), (**55.0**, 'N558A'), (**54.84**, 'N354'), (**54.76**, 'N169AW'), (**54.55**, 'N837UA'), (**54.17**, 'N507'), (**53.85**, 'N304UA'), (**53.7**, 'N922UA'), (**53.66**, 'N325AW'), (**53.57**, 'N366UA'), (**53.49**, 'N158AW'), (**53.33**, 'N328AW'), (**52.94**, 'N387'), (**52.78**, 'N917UA'), (**52.5**, 'N370UA'), (**52.38**, 'N936UA'), (**52.17**, 'N847UA'), (**51.52**, 'N323AW'), (**51.28**, 'N624AW'), (**50.0**, 'N803UA')] |

# 8. Year

From below output we see that most successful year for arrivals on time was 2003 year with probability 68.93%. And the worst year was 1987 with probability of arrival on time 14.96%.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  **import** **matplotlib.pyplot** **as** **plt**  **import** **numpy** **as** **np**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  all\_flights\_no\_delays\_short = all\_flights.loc[(all\_flights["ArrDelay"]<=**0**), ["Year", "UniqueCarrier", "FlightNum","TailNum", "Origin", "Dest", "Distance"]]  Year = dict(all\_flights['Year'].value\_counts())  YearOnTime = dict(all\_flights\_no\_delays\_short['Year'].value\_counts())  '''For taking in account only flights that are more than 10'''  **for** i **in** YearOnTime:  **if** YearOnTime[i]<=**10**:YearOnTime[i]=**0**  '''For receiving frequency in %'''  **def** **frequency**(nom,denom):  #print ('Frequency(%) is following (higher is better):')  #We create dictionary and inserting calculated values  d={}  **try**:  **for** i **in** denom:  #print (i,' ',int(nom[i]/denom[i]\*100),'%')  d[i]=round(float(nom[i]/denom[i]\***100**),**2**)  **except** **KeyError**:  d[i]=**0.00**  **return** d  mydict=frequency(YearOnTime,Year)  '''For setting the highest value to the first position'''  **def** **sortByValue**(x):  y={}  **for** k,v **in** x.items():  y[v]=k  **return** (sorted(y.items(), reverse=True))  **print** (sortByValue(mydict)) |
| **Output**: |
| [(**68.93**, **2003**), (**58.78**, **1998**), (**57.43**, **2006**), (**56.38**, **2002**), (**56.13**, **2001**), (**52.43**, **2007**), (**49.17**, **1991**), (**48.42**, **1992**), (**48.17**, **2004**), (**46.37**, **2005**), (**45.92**, **1993**), (**44.02**, **1988**), (**43.67**, **2000**), (**43.17**, **1995**), (**42.82**, **1989**), (**38.27**, **1997**), (**35.22**, **1999**), (**34.92**, **1994**), (**34.47**, **1996**), (**32.07**, **1990**), (**25.61**, **2008**), (**14.96**, **1987**)] |

# **9. Other Calculations**

From the table below we are able to find out that there were 1086 flights cancelled (from 43978 flights) and the reason for cancellation we know quite local, i.e. because of the weather - 93 canceled flights, carrier – 81, NAS – 47. Other 865 flights – we don’t know the ground of cancellation. Diverted flights were only 109.

There is also an interesting thing that we can break into categories the total arrival delay. For example, Tail Number N742UW had Arrival Delay 130 minutes. If we break into reasons this delay we are going to receive: Carrier Delay - 10 min, Weather Delay – 35 min, NAS Delay – 17 min and Late Aircraft Delay – 68 min which add together 130 minutes.

|  |
| --- |
| **Input**: |
| **import** **csv**  **import** **pandas**  **import** **matplotlib.pyplot** **as** **plt**  **import** **numpy** **as** **np**  FILENAME = "allyears2k.csv"  **from** **pandas** **import** read\_csv  all\_flights = read\_csv(FILENAME, sep=',', encoding='utf-8', low\_memory=False)  **print** ('Cancelled: ', dict(all\_flights['Cancelled'].value\_counts()))  **print** ('Quanity: ', len(dict(all\_flights['Cancelled'].value\_counts())))  **print** ()  **print** ('Cancellation Code: ', dict(all\_flights['CancellationCode'].value\_counts()))  **print** ('Quanity: ', len(dict(all\_flights['CancellationCode'].value\_counts())))  **print** ()  **print** ('Diverted: ', dict(all\_flights['Diverted'].value\_counts()))  **print** ('Quanity: ', len(dict(all\_flights['Diverted'].value\_counts())))  **print** () |
| **Output**: |
| Cancelled: {**0**: **42892**, **1**: **1086**}  Quanity: **2**  Cancellation Code: {'B': **93**, 'A': **81**, 'C': **47**}  Quanity: **3**  Diverted: {**0**: **43869**, **1**: **109**}  Quanity: **2** |

# 10. Developing Model (Price Model)

Below is representation of Price Model. It consists of Arrival on Time probabilities that are higher than 50% in line with following categories: Carrier, Flight Number, Origin and Destination. For this categories were taken weighted averages coefficients: 0.05, 0.2, 0.1, 0.1 (subjective). It means for example, if we want to predict air ticket price with flight number that has more than 50% probability of arrival on time, this air ticket should have price = Flight Number probability of arrival on time \* 0.2. These coefficients are relative and are subject to review as well as additional categories. I my opinion including in this model Tail Number would be good idea, but I won’t do this now because I don’t want to overweight this model. Let’s live it maximum simplified.

|  |
| --- |
| **Input**: |
| **def** **predictNoArrDelay**(Carrier,FlightNumber,Origin,Destination):  l=[]  ArrivalOnTimeCoef=**0**    CarrierOnTime = [(**58.65**, 'CO'), (**50.45**, 'UA')]  FlightNumberOnTime = [(**96.97**, **1082**), (**91.89**, **1078**), (**90.2**, **1066**), (**88.0**, **1036**), (**85.29**, **197**), (**85.19**, **469**), (**84.62**, **1068**), (**84.38**, **1090**), (**84.21**, **1044**), (**83.87**, **1088**), (**83.33**, **2472**), (**82.76**, **1026**), (**82.35**, **596**), (**81.82**, **1043**), (**81.25**, **143**), (**80.77**, **1054**), (**80.0**, **63**), (**79.41**, **740**), (**78.89**, **84**), (**78.57**, **576**), (**78.12**, **749**), (**78.0**, **1060**), (**77.42**, **202**), (**77.08**, **1440**), (**76.92**, **2456**), (**76.67**, **786**), (**76.47**, **1930**), (**75.86**, **1635**), (**75.81**, **2753**), (**75.76**, **1020**), (**75.0**, **2546**), (**74.55**, **1062**), (**74.19**, **1051**), (**73.81**, **1074**), (**73.77**, **478**), (**73.08**, **604**), (**72.73**, **1049**), (**72.58**, **756**), (**72.0**, **424**), (**71.88**, **602**), (**71.67**, **67**), (**71.43**, **603**), (**71.21**, **205**), (**71.05**, **472**), (**70.97**, **2471**), (**70.77**, **199**), (**70.37**, **728**), (**70.27**, **548**), (**70.0**, **97**), (**69.89**, **81**), (**69.84**, **744**), (**69.7**, **802**), (**69.49**, **499**), (**69.44**, **1064**), (**68.75**, **2640**), (**68.57**, **868**), (**68.33**, **796**), (**68.18**, **101**), (**68.09**, **60**), (**68.0**, **1424**), (**67.86**, **387**), (**67.69**, **1061**), (**67.65**, **2489**), (**66.67**, **375**), (**66.13**, **1339**), (**66.1**, **138**), (**65.71**, **768**), (**65.62**, **2733**), (**65.52**, **1058**), (**65.45**, **1076**), (**65.08**, **2864**), (**65.0**, **462**), (**64.86**, **426**), (**64.71**, **1410**), (**64.52**, **1175**), (**64.29**, **1561**), (**64.06**, **505**), (**64.0**, **597**), (**63.64**, **1079**), (**63.49**, **102**), (**63.33**, **1704**), (**63.16**, **1412**), (**63.08**, **249**), (**62.71**, **510**), (**62.5**, **109**), (**62.26**, **1071**), (**62.07**, **1432**), (**62.0**, **1052**), (**61.9**, **1467**), (**61.76**, **397**), (**61.73**, **65**), (**61.54**, **2788**), (**61.48**, **441**), (**61.4**, **758**), (**61.29**, **2049**), (**61.19**, **378**), (**61.11**, **2602**), (**60.61**, **2020**), (**60.47**, **1080**), (**60.32**, **399**), (**60.23**, **752**), (**60.0**, **1420**), (**59.82**, **85**), (**59.78**, **403**), (**59.65**, **244**), (**59.63**, **1534**), (**59.62**, **1081**), (**59.38**, **2261**), (**59.26**, **724**), (**58.97**, **187**), (**58.82**, **252**), (**58.73**, **220**), (**58.62**, **1605**), (**58.49**, **246**), (**58.33**, **770**), (**58.21**, **466**), (**58.06**, **203**), (**57.95**, **1063**), (**57.81**, **193**), (**57.69**, **613**), (**57.63**, **148**), (**57.58**, **496**), (**57.5**, **574**), (**57.45**, **128**), (**57.35**, **137**), (**57.33**, **440**), (**57.26**, **755**), (**57.14**, **2601**), (**56.92**, **379**), (**56.7**, **1488**), (**56.67**, **512**), (**56.6**, **761**), (**56.58**, **147**), (**56.52**, **1446**), (**56.45**, **2761**), (**56.25**, **782**), (**56.0**, **2404**), (**55.88**, **713**), (**55.56**, **215**), (**55.38**, **145**), (**55.34**, **68**), (**55.29**, **960**), (**55.21**, **116**), (**55.17**, **1417**), (**55.1**, **639**), (**55.0**, **1073**), (**54.84**, **1405**), (**54.76**, **204**), (**54.69**, **111**), (**54.55**, **1231**), (**54.42**, **743**), (**54.41**, **775**), (**54.29**, **590**), (**54.17**, **558**), (**54.1**, **552**), (**54.05**, **773**), (**53.97**, **497**), (**53.85**, **753**), (**53.68**, **233**), (**53.66**, **77**), (**53.57**, **1267**), (**53.33**, **1609**), (**53.27**, **79**), (**53.23**, **1028**), (**53.12**, **2794**), (**53.03**, **750**), (**52.87**, **226**), (**52.78**, **690**), (**52.63**, **504**), (**52.5**, **70**), (**52.38**, **136**), (**52.34**, **419**), (**52.24**, **62**), (**52.17**, **1436**), (**52.05**, **506**), (**51.92**, **1389**), (**51.85**, **2286**), (**51.72**, **731**), (**51.61**, **2751**), (**51.56**, **475**), (**51.52**, **434**), (**51.35**, **793**), (**51.28**, **149**), (**51.22**, **385**), (**51.11**, **74**), (**51.02**, **1465**), (**50.98**, **133**), (**50.88**, **735**), (**50.82**, **1027**), (**50.79**, **2755**), (**50.59**, **56**), (**50.43**, **227**), (**50.0**, **267**)]  OriginOnTime = [(**83.87**, 'SAV'), (**82.02**, 'BOI'), (**77.27**, 'TRI'), (**76.67**, 'MLB'), (**71.43**, 'MKE'), (**70.97**, 'ACY'), (**70.83**, 'OKC'), (**70.0**, 'PHF'), (**67.83**, 'HOU'), (**66.67**, 'TLH'), (**65.22**, 'GEG'), (**65.15**, 'IAH'), (**64.71**, 'TUL'), (**64.29**, 'MEM'), (**63.39**, 'BHM'), (**63.33**, 'LIH'), (**62.61**, 'JAX'), (**62.42**, 'PWM'), (**61.54**, 'CAE'), (**61.28**, 'MSY'), (**60.39**, 'AVP'), (**58.54**, 'RIC'), (**58.5**, 'IAD'), (**58.27**, 'DAL'), (**57.69**, 'LBB'), (**57.24**, 'RDU'), (**56.0**, 'MAF'), (**55.62**, 'GSO'), (**55.29**, 'CLE'), (**55.14**, 'ORF'), (**54.64**, 'ISP'), (**54.58**, 'CLT'), (**52.5**, 'ELP'), (**51.96**, 'DTW'), (**51.72**, 'CHS'), (**51.38**, 'DEN'), (**50.94**, 'SLC'), (**50.89**, 'BNA'), (**50.35**, 'MCI'), (**50.0**, 'LIT')]  DestinationOnTime = [(**88.0**, 'ICT'), (**82.76**, 'COS'), (**70.97**, 'SBN'), (**70.24**, 'FAY'), (**69.49**, 'MDT'), (**68.75**, 'LIT'), (**67.24**, 'OKC'), (**66.36**, 'HNL'), (**65.52**, 'CAK'), (**64.52**, 'KOA'), (**64.1**, 'TUL'), (**62.5**, 'GRR'), (**61.29**, 'ILM'), (**60.84**, 'MIA'), (**60.14**, 'JAX'), (**60.09**, 'DFW'), (**58.72**, 'OMA'), (**58.65**, 'IAD'), (**57.72**, 'CLE'), (**57.69**, 'GSP'), (**57.5**, 'RIC'), (**57.14**, 'ACY'), (**56.84**, 'BTV'), (**56.67**, 'MKE'), (**55.37**, 'DEN'), (**55.06**, 'CLT'), (**54.84**, 'TOL'), (**54.39**, 'MHT'), (**54.24**, 'RSW'), (**52.94**, 'PWM'), (**51.26**, 'BOS'), (**50.9**, 'BDL'), (**50.84**, 'BNA'), (**50.0**, 'AVP')]    **for** i **in** CarrierOnTime:  **if** i[**1**]==Carrier: l.append(i[**0**]\***0.05**)  **for** i **in** FlightNumberOnTime:  **if** i[**1**]==FlightNumber: l.append(i[**0**]\***0.2**)  **for** i **in** OriginOnTime:  **if** i[**1**]==Origin: l.append(i[**0**]\***0.1**)  **for** i **in** DestinationOnTime:  **if** i[**1**]==Destination: l.append(i[**0**]\***0.1**)    ArrivalOnTimeCoef=sum(l)  **return** round((ArrivalOnTimeCoef/**100**)+**1**,**2**)  examples ={'ticket1':{'Carrier':'US', 'FlightNumber':**1036**, 'Origin':'MLB' ,'Destination':'COS'},  'ticket2':{'Carrier':'US', 'FlightNumber':**197**, 'Origin':'NA' ,'Destination':'TSS'},  'ticket3':{'Carrier':'NA', 'FlightNumber':**13**, 'Origin':'GEG' ,'Destination':'NA'},  'ticket4':{'Carrier':'PS', 'FlightNumber':'NA', 'Origin':'MLB' ,'Destination':'OKC'},  'ticket5':{'Carrier':'CO', 'FlightNumber':**0**, 'Origin':'MLB' ,'Destination':'CAK'},  'ticket6':{'Carrier':'NA', 'FlightNumber':'NA', 'Origin':'NA' ,'Destination':'NA'},  'ticket7':{'Carrier':'CO', 'FlightNumber':'NA', 'Origin':'NA' ,'Destination':''},  'ticket8':{'Carrier':'CO', 'FlightNumber':'NA', 'Origin': **5** ,'Destination':'COS'},  }  BasePrice=**100**  **for** i **in** examples:  ArrivalOnTimeCoef=predictNoArrDelay(examples[i]['Carrier'],examples[i]['FlightNumber'],examples[i]['Origin'],examples[i]['Destination'])  FlightTicketPrice=BasePrice\*ArrivalOnTimeCoef  **print** ('Coefficient of Arrival on time for {} is {}'.format(i,ArrivalOnTimeCoef))  **print** ('The Price for an Air {} should be in around {} % more expensive than base ticket price.'.format(i,round(FlightTicketPrice,**1**)-**100**,))  **print** () |
| **Output**: |
| Coefficient of Arrival on time **for** ticket1 **is** **1.34**  The Price **for** an Air ticket1 should be **in** around **34.0** % more expensive than base ticket price.  Coefficient of Arrival on time **for** ticket2 **is** **1.17**  The Price **for** an Air ticket2 should be **in** around **17.0** % more expensive than base ticket price.  Coefficient of Arrival on time **for** ticket3 **is** **1.07**  The Price **for** an Air ticket3 should be **in** around **7.0** % more expensive than base ticket price.  Coefficient of Arrival on time **for** ticket4 **is** **1.14**  The Price **for** an Air ticket4 should be **in** around **14.0** % more expensive than base ticket price.  Coefficient of Arrival on time **for** ticket5 **is** **1.17**  The Price **for** an Air ticket5 should be **in** around **17.0** % more expensive than base ticket price.  Coefficient of Arrival on time **for** ticket6 **is** **1.0**  The Price **for** an Air ticket6 should be **in** around **0.0** % more expensive than base ticket price.  Coefficient of Arrival on time **for** ticket7 **is** **1.03**  The Price **for** an Air ticket7 should be **in** around **3.0** % more expensive than base ticket price.  Coefficient of Arrival on time **for** ticket8 **is** **1.11**  The Price **for** an Air ticket8 should be **in** around **11.0** % more expensive than base ticket price. |

The output of abovementioned model gave us suggested prices of eight different flights. The highest price was given to 1st ticket because flight number 1036 has very high probability of arrival on time.

# SUMMARY

During research were emphasized and analyzed historical flights and its attributes. With the help of python 3 and python libraries like pandas and numpy were calculated probabilities of flights that are going to arrive on time according to flights’ categories (attributes) like Carrier, Flight Number, Origin, Destination and constructed the Price Model. This model capable to recalculate an air ticket price and make it higher if this air ticket is for flight that has probability of arrival on time more than 50%.

Additionally, were analyzed other flights’ categories that were not included in the Price Model intentionally in order to keep this Price Model more simplified. These categories are Tail Number, Day of Week and Destination.

Trying to correlate distances and arrivals on time gave nothing. And that was described in Regression Model and statistical key figures calculations.

There is also an interesting thing that we can break into categories the total arrival delay. For example, Tail Number N742UW had Arrival Delay 130 minutes. If we break into reasons this delay we are going to receive: Carrier Delay - 10 min, Weather Delay – 35 min, NAS Delay – 17 min and Late Aircraft Delay – 68 min which add together 130 minutes.